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Abstract Design patterns document a field’s systematic knowledge derived from ex-
periences. Despite the vast body of work in the field of multi-agent systems (MAS),
design patterns for MAS are not popular among software practitioners. As MAS
have features that are widely considered as key to engineering complex distributed
applications, it is important to provide a clear overview of existing patterns to make
this knowledge accessible. To that end, we performed a systematic literature review
covering the main publication venues of the field since 1998, resulting in 206 pat-
terns. The study shows that (1) there is a lack of a standard template for document-
ing design patterns for MAS, which hampers the use of patterns by practitioners,
(2) associations between patterns are poorly described, which results in a lack of
overview of the pattern space, (3) patterns for MAS have been used for a variety of
application domains, which underpins their high potential for practitioners, and (4)
classifications of design patterns for MAS are bounded to specific pattern catalogs,
a more holistic view on the pattern space is missing. From our study, we outline a
number of guidelines that are important for future work on design patterns for MAS
and their adoption in practice.
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1 Introduction

Capturing design knowledge in the form of patterns is a common practice in main-
stream software engineering [2, 18, 19, 51]. Design patterns allow reuse of best
practices and avoiding worst. The usefulness of patterns has been proven empiri-
cally [42, 47]. Design patterns improve software’s quality properties, like maintain-
ability and re-usability, and speed up the development time. These factors are crucial
in practice, especially for project managers, since improving them reduces costs.

During the last decade, the multi-agent system (MAS) community has put signif-
icant efforts in documenting design patterns. Despite the substantial body of work,
design patterns for MAS have not received the attention they deserve, neither in the
agent-oriented software community, nor among software practitioners [59, 61]. In
[11], the authors state that:

One of the main reasons why mainstream software developers do not benefit from MAS
patterns is that they simply do not know them.

As MAS have features that are widely considered as key to engineering complex
distributed applications [35, 62], it is important to provide a clear overview of ex-
isting patterns to make this knowledge accessible to practitioners. To that end, we
performed a systematic literature review covering the main publication venues of the
field since 1998. From the 815 studies considered, 39 were included in the study,
resulting in 206 patterns. In this paper we report the results of this literature review,
and from our findings, we outline a number of guidelines that, in our opinion, are
important for future work on design patterns for MAS and their adoption in practice.

2 Background

To understand is to perceive patterns - Issaiah Berlin

The concept of design pattern was introduced in building architecture by Christo-
pher Alexander in the 1970s [1]. According to Alexander, building structures and
town planning should be supported by design patterns. These patterns consist of
three layers as shown in Figure 1.
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Fig. 1 Pattern anatomy [1].
The first layer embodies a
recurring problem. A problem
arises in a situation known
as a context - i.e., the second
layer. The third layer is the
solution, that is, a well-known
and proven solution to a
problem in a context.

Design patterns have been adopted in many disciplines, for example psychology
and social sciences. In the context of software engineering, patterns support better
design decisions, improve communication among stakeholders, and save time by
reusing proven solutions. Gabriel, as cited in [2], defines a design pattern as:

[...] a three-part rule, which expresses a relation between a certain context, a certain system
of forces which occurs repeatedly in that context, and a certain software configuration which
allows these forces to resolve themselves.

Design patterns are meant to be generic, so their application and implementation
may vary. Furthermore, design patterns are pragmatic, yet tested solutions, as they
are derived from experience with building real, concrete systems.

Design patterns are often classified and grouped in a form of a catalog. A cata-
log serves as a library of expertise of successful solutions, hence it is an effective
tool for learning and teaching. The Gang of Four (GoF) proposed the first classifi-
cation of software design patterns [19]. This pattern catalog uses a two dimensional
classification based on scope and purpose. The catalog contains 23 design patterns
that were previously undocumented. Buschman’s classification [5] is another well-
known organization of software design patterns. This catalog promotes functionality
and structural principles, and uses also a classification along two dimensions: gran-
ularity and purpose. Other popular catalogs are Fowler’s pattern catalog [18], J2EE
blueprints [2] for large scale enterprise applications, and Schmidt’s catalog [50] that
documents design patterns for concurrency.

In conclusion, design patterns are considered particularly useful assets in engi-
neering complex systems, and various pattern catalogs have been documented.
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3 Research method

The research method used in this study is a systematic literature review (SLR). An
SLR is a well-defined approach to identify, evaluate and interpret all relevant studies
regarding a particular research question, topic area or phenomenon of interest [31].

The study aims to provide an overview of documented design patterns for MAS.
In particular, we aim to identify how the patterns are documented, whether and
how the patterns are related, and for what applications the patterns have been ap-
plied. From our study, we aim to outline guidelines for future work on design
patterns for MAS and in particular, their popularization in practice. The main
benefit of applying an SLR is that it decreases the likelihood that the results
of our study will be biased. The material of the review is available online via
http://homepage.lnu.se/staff/daweaa/SLR-MASpatterns.htm

3.1 SLR Process

Figure 2 shows an overview of the SLR process we have followed. The study started
with defining an initial review protocol, followed by retrieving and selecting publi-
cations, data analysis, and report writing. We organized the harvesting of the pub-
lications in four iterations. This approach was inspired by methodologies for Agile
system development as their core principles are: adaptive planning, time-boxed it-
erations, and rapid/flexible response to change [37]. We deviated from a single har-
vesting step of a regular SLR [31] as we wanted to learn from each iteration and
adapt the search strategy accordingly.
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Fig. 2 SLR process used in our study

The review was performed by three researchers. Two reviewers defined the initial
protocol. The actual harvesting process was performed by one reviewer, while the
three reviewers evaluated the results of the subsequent harvesting steps and adapted
the search strategy in consultation. One reviewer extracted the data from the se-
lected studies. Finally, two reviewers synthesized and analyzed the data and wrote
the review report. These final steps were crosschecked by the third reviewer.
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3.2 Research questions

The following research questions are defined:

RQ1: How are the patterns documented and what pattern templates are used?
RQ2: How are the design patterns interconnected?
RQ3: For what types of systems have the design patterns been applied?
RQ4: How can the design patterns be classified?

As simplicity and overview of a template are crucial factors for the usability of pat-
terns for practitioners, the motivation behind RQ1 is to study how pattern templates
are used, identify whether there is any (need for) standardization to describe design
patterns for MAS, and what may constitute as a common vocabulary for a future
pattern language. We formulated RQ2 to understand the relationships between pat-
terns. Visualizing associations between patterns will benefit users’ learnability and
help orientation in the space of design patterns for MAS. RQ3 aims to identify for
which type of systems or application domains design patterns have been applied
in practice. The answer may reveal potential domains for future application of de-
sign patterns for MAS. Finally, with RQ4 we aim to identify dimensions to classify
design patterns. Such classification can serve as a roadmap to search for particular
patterns. The coverage for the various dimensions can help in identifying areas that
deserve attention in future work on patterns for MAS.

3.3 Review protocol

A review protocol is essential to any systematic literature review [31]. Driven by
the research questions, the protocol defines inclusion/exclusion criteria to select pri-
mary studies, a search strategy, the data items that will be collected to answer the
research questions, and finally the approach that will be used for data analysis. In
the following sections, we explain in more detail how we have applied the different
steps of the protocol.

3.3.1 Inclusion and exclusion criteria

A study was included if it fulfilled all the inclusion criteria, i.e.:

IC1: The study concerns design patterns for multi-agent systems,
IC2: is published between 1998 and 2012,
IC3: and the abstract and content are written in English.

A study was excluded if it fulfilled one of the exclusion criteria, i.e.:

EC1: The patterns are not described in detail, or a structured template is lacking,
EC2: a newer study exists that documents the same patterns,
EC3: or the paper concerns a review or evaluation of existing patterns for MAS.



Design Patterns for Multi-Agent Systems: A Systematic Literature Review 7

3.3.2 Search strategy

As explained above, we followed an iterative approach to search studies. In the
subsequent iterations we adopted a mixed search strategy to incorporate new search
results. The first iteration included a manual search of the International Journal of
Agent-Oriented Software Engineering (IJAOSE) and an automatic search based on
a list of keywords in the electronic databases: ACM Digital Library, Science Direct
and Lib Hub. The following Boolean search strings were used:

• (multi-agent OR multiagent OR MAS OR “multi-agent system” OR “multi-agent
systems” OR “multiagent system” OR “multiagent systems”) AND ("design pat-
tern" OR pattern OR patterns OR “design patterns”)

• (agent-based OR agent-oriented OR agent) AND ("design pattern" OR pattern
OR patterns OR “design patterns”)

In the second iteration, the automatic search was extended to other databases: IEEE
Xplore, SpringerLink and GoogleScholar. In the third iteration, after initial selec-
tion and creation of a preliminary list with patterns, other search techniques were
incorporated. In particular, we searched the reference lists of the selected studies to
find related missing articles and other publications of the same authors to exclude
doubles of the same patterns, mainly using CiteSeerX. In the fourth iteration, we
performed additional searches in three primary journals of the field: The Knowl-
edge Engineering Review (KER) was searched automatically, Transactions on Au-
tonomous and Adaptive Systems (TAAS) and Journal of Autonomous Agents and
Multi-Agent Systems (JAAMAS) were searched manually.

3.3.3 Data collection

Table 1 shows data items that were collected for each paper. Data items F1-F7 were
used for documentation purposes, and include authors, year, title, venue, keywords,
and design pattern name/alias. Catalog pattern categories (F8) refers to different
categories of patterns. We have built up a list of categories during data collection.
A number of authors explicitly define categories of their patterns, such as Archi-
tectural, Mobility, Organizational, Mediation etc. Other categories were inferred
from the publications’ titles, descriptions of the patterns, such as Self-organizing,
Large-scale, Bio-inspired, Social etc. F8 helps determining a pattern classification,
answering RQ4. Short pattern description (F9) provides a brief overview of a pat-
tern, which helps identifying pattern relations (RQ2) and supports pattern classi-
fication (RQ4). Pattern application domains (F10) refers to specific type of sys-
tems or domains where the patterns are initially applied, and is used to answer
RQ3. This item includes the options domain-independent, industrial applications
(process control and manufacturing, air traffic control, traffic and transportation),
robotics, entertainment (games, etc.), and simulation. These options were derived
from a number of papers and books that comment on practical MAS applications,
including [28, 63, 15, ?, 22]. Pattern associations (F11) refers to explicitly docu-
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mented relations with other patterns. This information can be found in template’s
paragraphs such as “See also” or “Related patterns.” This data supports answering
RQ2. Finally, pattern template details (F12) refers to the template paragraphs used
to document the patterns (containing both textual and graphical data), which helps
to answer RQ1.

Table 1 Data collection form
Item id Field Concern
F1 Author(s) Documentation
F2 Year Documentation
F3 Title Documentation
F4 Venue Documentation
F5 Keywords Documentation
F6 Design pattern name RQ2
F7 Design pattern alias RQ2
F8 Catalog pattern categories RQ4
F9 Short pattern description RQ3, RQ4
F10 Pattern application domains RQ3
F11 Pattern associations RQ2
F12 Pattern template details RQ1

3.3.4 Data analysis

The process of synthesizing and analyzing the collected data included the following
steps:

1. Listing of design patterns and articles
2. Analysis of the data
3. Answering research questions
4. Interpretation of the results

We used three different methods to perform data analysis: meta analysis to an-
swer RQ1 and RQ3, cluster analysis based on a graph model to answer RQ2, and
data classification to answer RQ4. During meta analysis we defined qualitative cod-
ing schema for different topics of interest with binary parameters. For RQ1, we
marked a pattern with 1 if it was documented with a structured template, and 0 oth-
erwise. Furthermore, we systematically listed the various template paragraphs. If a
pattern template contained a paragraph we marked it 1, or 0 otherwise. We applied
the same approach for the documented application domains of the patterns. The col-
lected data was further analyzed using descriptive statistics. We used a graph-based
model for cluster analysis aiming to identify groups of related patterns. The objec-
tive of topical classification of the patterns was to get a clear view on the pattern
space. However, the results of this method may be biased as it relies on subjective
categorization.
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4 Data Collection and Results

In total, 815 papers were considered for the study: 526 journal articles and 289
papers derived from digital databases. From this set, 39 were included after applying
exclusion criteria. Figure 3 shows the distribution of included studies from academic
databases and search engines.

Fig. 3 Included studies from digital databases/search engines

From the 39 articles, 206 patterns were identified written by 95 researchers. Ta-
ble 2 lists the patterns in chronological order. 93% of the patterns have unique names
which indicates that some existing patterns where rewritten.

Figure 4 shows the distribution of documented design patterns over the years. We
notice three peaks around the years: 1998, 2004, and 2010. We could not identify
clear arguments for these waves of publications over time. The Appendix gives an
overview of the publication venues.

Publications Patterns
Mean 2,79 14,71

Median 3 12,50
Variance 1,57 98,37

Maximum 5 32
Total 39 206

Fig. 4 Publications and patterns per year
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4.1 How are the patterns documented and what pattern templates
are used? (RQ1)

The huge number of existing patterns indicates the need for a standard approach to
document patterns (F12). Overall, 69% of the patterns are described using a struc-
tured templates, which contains on average 7 paragraphs. From the pattern with a
structured template, 53% contains some graphical descriptions. 73% of these graph-
ical descriptions are modeled using UML.

Table 2 Design Patterns for MAS (chronological order)

Patterns Ref. Year
Itinerary, Master-Slave, Meeting, Plan, Ticket, Facilitator, Forwarding, Organized
group, Locker, Messenger [3] 1998

The Layered Agent, Reactive Agent, Deliberative Agent, Opportunistic Agent,
Interface Agent, Intention, Prioritizer, Adaptable Active Object, Message
Forwarder, Plan as Command, Plan and Intention Factory, Conversation, Facilitator,
Agent Proxy, Protocol, Emergent Society, Clone, Remote Configurator, Broker,
Migration Thread Factory, Agent Builder, Layer Linker

[29]

Basic Mobility, Itinerary, Star-shaped Movement, Branching, Contract net protocol,
Cooperation Protocol Pattern, Direct Interaction, Mediation, Dispatching [55] 1999

Broker, Embassy, Mediator, Monitor, Wrapper [25]
Metamorphic Architecture Pattern, Mediator, Task Decomposition Pattern, Virtual
Clustering Pattern, The Partial Cloning Pattern, The Prototyping Pattern [52]

Direct Coupling Pattern, Proxy Agent Pattern, Communication Sessions Pattern,
Badges, Event Dispatcher [13]

Sentinel Agent Behavior Pattern [7] 2000
Receptionist, Session Pattern, Secretary, Mobile Session, Antenna, Private Session,
Meeting with Moderator [53]

Blackboard, Market Maker, Meeting, Master-Slave, Negotiating Agents [14] 2001
Synchronizer, Environment Mediated Communication, Updating shared state,
Behavior-based Decision [49] 2002

InteRRaP, Contract net protocol [36]
Agency Guard, Agent Authenticator, Sandbox, Access Controller [39] 2003
Role Agent Pattern [6]
Monitor, Broker, Matchmaker, Mediator, Embassy, Booking, Call-For-Proposal,
Bidding [33]

Reflective Blackboard [54]
Organisation schemes, Protocols, Marks, Influences, BDI architecture, Vertical
architecture, Horizontal architecture, Recursive architecture, Iniquity,
Discretisation, Physical entity

[48] 2004

Hybrid Recogniser, Sense-and-Infer, Assisted Sense and Infer, Ecological
Recogniser, Assisted Ecological Recogniser, Clairvoyant [26]

Market-organiser, Agent-side comparison-shopping, Server-side
comparison-shopping pattern, Itinerary-balancing pattern [43]

Pipeline [23]
Agent Society, Agent as Delegate, Agent as Mediator, Common Vocabulary, User
Agent, Task Agent, Resource Agent [58]
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Patterns Ref. Year
Multi-agent layer pattern, Web usage mining pattern for adaptive multi-agent
systems, WUMA-Interface, WUMA-UserM, WUMA-Acquirer, WUMA-Miner [21] 2005

Rule Composer, Decision Tree [57]
Service Client Pattern, Service Representative [41]
Initiator, Observer [38] 2006
Structure-in-5, Pyramid, Chain of values, The matrix, Bidding, Joint venture,
Arm’s-length, Hierarchical contracting, Co-optation [34]

Define Actors, Refine Actor Goals, Means-End Analysis, Contribution Analysis,
AND/OR Decomposition, Ask for Help, Refine Models, System-to-Be [40]

Replication, Collective Sort, Evaporation, Aggregation, Diffusion [20] 2007
Behaviour Helper Pattern [8]
Gradient Fields, Market-Based Control [12]
Agent Interface, SCADA control sequence agent, Agent optimization, Agent
NET-MAP pattern [16]

Virtual Environment, Situated Agent, Selective Perception, Roles & Situated
Commitments, Protocol-based Communication [60] 2009

Perception Memory Pattern, Exponential Growth Pattern [32]
Disciplined flood, Propertinerary, Smart message, Delegate ant MAS, Delegate
MAS [27] 2010

Planner, VFHPlanner Pattern, A*Planner, Persistence agent, Memento agent, Social
agent, Explorer, Sequential-resource share , Parallel resource share, Query, Inform,
Request, Secure Query, Secure Request, Secure Inform, Contract net protocol,
Publish-subscribe, Information agent, Holonic society, Supply chain

[10]

Selection of Relevant Source Material [9]
Policy-based [24] 2011
Scheduler Scramble, Context and Projection Hierarchy, Diffuser, Strategy, Logo
World, Learning, Model-View-Controller, Double Buffer [44]

Aggregation, Spreading, Gossip [17]
Composite DelegateMAS [11]

In total, we identified 102 unique paragraphs. This huge number clearly indicates
that there is no consensus about a pattern template. However, some of the paragraphs
are semantically more or less equivalent and can be grouped. For example para-
graphs such as Related patterns, Associated patterns, See also, References, all refer
to related patterns. For many other paragraphs it is difficult to identify semantic rela-
tions, and as such grouping them is not obvious, for example, Context/Applicability,
Problem/Intent/Purpose, Examples/Known Uses or Participants/Entities.
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Fig. 5 Popular paragraphs in pattern templates

The most popular paragraphs are illustrated in Figure 5. Several of these para-
graphs are generally considered as essential for documenting design patterns, espe-
cially Problem, Context and Solution. Other paragraphs are rare and rather unusual,
for example Technical Issues, Reasoning capabilities, Temporal context, and Con-
figuration.

4.2 How are the design patterns interconnected? (RQ2)

To answer this question, we created a graph based on data extracted from data items:
Pattern associations (F11), Design pattern alias (F7) and Design pattern name (F6).
Figure 6 shows the directed graph (114 nodes, 130 edges, modularity: 0,762) with
associations between the patterns. Three main clusters can be distinguished.

A first cluster contains patterns that are inspired by object-oriented pattern cat-
alogs, such as the GoF catalog [19] (Proxy, Mediator), and by the concurrency
patterns of [50] (Broker, Active Object). Those patterns are mainly concerned
with low level design and implementation issues and are found in early papers:
[25, 29, 49, 55].
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Fig. 6 Pattern space

A second cluster is built around bio-inspired concepts such as pheromones, ants,
and stigmergy. This cluster includes recent patterns related to self-organization and
adaptive behavior: [11, 12, 17, 20, 24, 27, 48].

A third cluster groups patterns that are related to the mobile agents and Aglets
patterns [3]. This group contains patterns from: [14, 27, 43, 53].
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Another cluster groups protocols related to FIPA protocols [10, 36, 55]. Several
closed clusters can be identified that typically include patterns from a single catalog
and as such only contains relationships within the catalog. Several of these closed
clusters contain domain specific patterns, for example patterns for military simula-
tions, e-commerce, intelligent manufacturing, and security [16, 26, 39, 43, 52].

4.3 For what types of systems have the design patterns been
applied? (RQ3)

To answer this research question, we derived data from Short pattern description
(F9) and Pattern application domain (F10). Overall, there is not a dominant type of
system for which MAS design patterns have been used. Figure 7 shows that 59%
of the patterns are domain-independent, while 41% of the patterns focus on more
specific uses.

Fig. 7 Pattern application domains

For industrial applications, the main reported subdomains are process control and
manufacturing (6%) and traffic and transportation (5%). For commercial applica-
tions we identified information management (4%) and electronic commerce (3%).
We found no patterns applied in the entertainment domain. Nevertheless, we ob-
serve that the design patterns for MAS have been used for a diversity of application
domains which reveals their high potential for software practitioners.

4.4 How can the design patterns be classified? (RQ4)

The objective of classifying design patterns for multi-agent systems is to provide an
intellectual graspable overview of the huge space of existing patterns. The classifi-
cation offers engineers a general picture of the pattern space of multi-agent systems,
and helps those who are not familiar with the domain to get an easy jump-start to
understand the pattern space. Several researchers have proposed classifications of
design patterns for MAS, but these classifications are either bound to a specific
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catalog of patterns, or to an development methodology [3, 10, 29, 45, 49, 55]. The
classification presented in this paper covers the full space of patterns for multi-agent
systems as document at the time of writing.

We derived the data for the classification resulted from Catalog pattern categories
(F8) and Short pattern description (F9). Based on the analysis of the data, we iden-
tified four dimensions of patterns for multi-agent systems: inspiration, abstraction,
focus, and granularity. Fig. 8 shows a graphical overview of the dimensions, illus-
trated with example patterns.

Fig. 8 Classification of patterns for multi-agent systems with example patterns.
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4.4.1 Inspiration

Metaphors and analogies help in understanding complex systems. The inspiration
dimension has four categories that provide intuitive domains from which patterns
are derived. Examples of nature-inspired patterns are gradient fields [12] that is in-
spired by the fields in nature, and delegate ant MAS [27] that is inspired by behavior
of social insects. Examples of society-inspired patterns are emergent society [29]
and holonic society [10] that get their inspiration from the way societies emerge and
structure themselves. Examples of human-inspired patterns are receptionist [53] and
gossip [17]. Finally, locker [3] and blackboard [13] are example of patterns that get
there inspiration from artifacts in our environment.

4.4.2 Abstraction

The abstraction dimension classifies patterns either as conceptual or concrete. Both
these main categories are further refined in subcategories that refer to stages in the
software life cycle where the patterns can be used. Define actors [40] and pyra-
mid [34] are examples of patterns that are useful in early phases in the life cycle,
while broker [25] and synchronizer [49] can be applied in detailed design and the
implementation phase.

4.4.3 Focus

The focus dimension has two categories: structural and behavioral. Structural pat-
terns are useful to deal with the decomposition of a system, while behavior pat-
terns are useful to deal with interaction aspects. Examples of structural patterns are
reflective blackboard [54] and joint venture [34], the former focusing a particular
coordination structure for an agent system, the latter focusing on the way a commu-
nity of agents is organized. Examples of behavioral patterns are market maker [13],
negotiating agents [13], and conversation [29]. These patterns provide different ap-
proaches to support interactions among agents.

4.4.4 Granularity

Finally, the granularity dimension refers to the scope of the patterns, i.e., the system
or parts of the system. Hierarchical contracting [34] and emergent society [29] are
examples of patterns that apply to a multi-agent system as a whole. Messenger [3]
and virtual environment [60] are patterns that apply to parts of a multi-agent system.
Intention [29] and InteRRaP [36] are patterns that support the design of individual
agents.
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5 Threats to Validity

The main threat to validity of the study is a potential lack of accuracy of search
results due to the search strategy. To anticipate missing papers during automatic
search, we performed pilot searches to tune the search criteria. Furthermore, we
performed manual searches for the journal articles. We omitted theses and technical
reports as we assumed that the patterns would eventually be published in journals
or conference proceedings. We limited the time frame of searching to the period
1998-2011. This is motivated by the fact that the Agents conference started around
1998. Before that, we could not find documented design patterns for MAS. Finally,
the data was collected by a single reviewer, which may result in a bias. To anticipate
this threat to validity, we used various strategies, including:

• triangulation of data,
• crosschecking data from multiply sources,
• member checking,
• using rich and graphical descriptions to convey the findings,
• peer examination and reviewing.

6 Conclusions and Recommendations

The objective of this literature study was to summarize existing design patterns for
multi-agent systems, to make this knowledge accessible to practitioners. To that
end we performed a systematic literature review aiming to answer four research
questions.

The first research question was concerned with the templates used to document
the patterns. Analysis of the collected data shows that there are currently no agreed
pattern templates to document design patterns for MAS. In addition, we observed
that many patterns are documented without structured templates. This observation
hampers the accessibility of the patterns for practitioners as well as students. Hence,
there is a need for standard templates to document patterns for MAS. Such template
should clearly define the semantics of the different paragraphs. We suggest to start
from a state of the art pattern template, and include at least the following paragraphs:
Name, Problem, Solution, Context, Forces, Consequences, and Related Patterns.
The first four paragraphs are essential as any design pattern should document a
solution to recurring problem in a given context. Context and forces should be also
included as these aspects are essential for software engineers to select proper design
patterns and it also supports learning of the patterns. Documenting consequences
is crucial to understand the design trade-offs implied by patterns. Finally, related
patterns enable to connect patterns and build up pattern languages.

The goal of the second research question was to investigate how the design pat-
terns for MAS are interconnected. We observed a strong coupling between patterns
from the same catalog. However, more effort should be put in documenting associa-
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tions between patterns. Moreover, duplicated efforts in describing the same patterns
should be avoided.

The third research question identified the type of systems and application do-
mains for which design patterns for MAS have been used. The collected data shows
that the patterns have a wide range of applications. Nevertheless, although MAS are
suggested to be primary candidates to design emerging domains such as cloud com-
puting and smart grids, no applications of patterns for these systems are reported.
Empirical evidence is required that demonstrates the usefulness of design patterns
for MAS in these areas.

Finally, the fourth question was concerned with classifying design patterns for
MAS. The data collected to answer this question shows that the space of design
patterns for MAS is huge and very diverse. Patterns are related to a variety of disci-
plines, including Systems and Organization Theory, Social Sciences, Biology, Psy-
chology or Ecology. To bring order in this huge space, we identified four dimensions
that enable classification of the patterns. This classification allows engineers to bet-
ter browse the pattern space and helps those who are new to the field to better find
their way through the myriad of patterns.

We conclude with some ideas for future work in the area of patterns for MAS:

1. Formalization and standardization of patterns (and pattern templates) will con-
tribute to improve the quality of pattern documentation and eliminate ambiguity.

2. Empirical evaluation of the patterns is required to demonstrate the added value
of the patterns (as well as their tradeoffs).

3. Creating catalogs and pattern languages will help to better interconnect patterns,
and enhance their combined use.

Other opportunities for future research are identification and documentation of anti-
patterns for MAS, i.e., design patterns that have proven to be unsuccessful [4], eval-
uation of patterns using standard frameworks for evaluating design patterns [46],
and development of CASE tools to support engineers with applying patterns during
system development [10, 30, 56].
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Appendix

Year Ref. Venue
1998 [3, 29] AGENTS’98: The 2nd International Conference on Autonomous Agents
1999 [55] ICSE’99: The 21st International Conference on Software Engineering

[25] AGENTS’99: The 3rd International Conference on Autonomous Agents
[13] IC-AI’99: The International Conference on Artificial Intelligence
[52] The 2nd International Workshop on Intelligent Manufacturing Systems

2000 [53] EuroPloP’2000: The 5th European Conference on Pattern Languages of Programs
2002 [49] OOPSLA’02: Workshop on Agent-Oriented Methodologies

[36] AOSE’02: The 3rd International Conference on Agent-oriented Software
Engineering

2003 [33] SEKE’03:The 15th International Conference on Software Engineering and
Knowledge Engineering

[39] EuroPLoP’03: The 8h European Conference on Pattern Languages of Program
[6] IEEE SMC’03: IEEE International Conference on Systems, Man and Cybernetics

2004 [23] AOSE’04: The 5th International Workshop on Agent-Oriented Software
Engineering

[43] AusWeb04: The 10th Australian World Wide Web Conference
[48] MICAI’04: The 3rd Mexican International Conference on Artificial Intelligence

2005 [57] QSIC 2005: The 5th International Conference on Quality Software
2006 [38] ACS/IEEE International Conference on Computer Systems and Applications
2007 [8] The 4th International Conference on Innovations in Information Technology

[16] ACM-SE 45: The 45th annual ACM southeast regional conference

[20] CEEMAS’07: 5th International Central and Eastern European Conference on
Multi-Agent Systems

2009 [60] WICSA/ECSA’09: Joint Working IEEE/IFIP Conference on Software Architecture
& European Conference on Software Architecture

[32] MATES’09: The 7th German Conference on Multi-Agent System Technologies
2010 [27] EuroPLoP’10: The 15th European Conference on Pattern Languages of Programs

[9] PRIMA’10: The 13th international conference on Principles and Practice of
Multi-Agent Systems

2011 [11] AGERE!: Programming Systems, Languages, and Applications based on Actors,
Agents, and Decentralized Control

[17] EASe: The 8th IEEE International Conference and Workshops on Engineering of
Autonomic and Autonomous Systems

[24] TrustCom’11: The 10th International Conference on Trust, Security and Privacy in
Computing and Communications

[44] WSC’11: Winter Simulation Conference


